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Tugas 10 – String Matching

1. Diberikan sebuah teks = "aaaa...aa" (100.000 buah huruf a) dan sebuah pola = "aaa...aab" (10.000 buah huruf a dan 1 huruf b). Bandingkan running time dari Algoritma naïve dan Algoritma KMP untuk pencocokan string! Lakukan pencocokan string 10 kali, dan selanjutnya hitung rata-rata running time untuk masing-masing algoritma.

Source Code

1. public class StringMatching1 {
2. public static void main(String[] args) {
3. Scanner sc = new Scanner(System.in);
4. String text, pattern;
5. *// array of char untuk menampung karakter yang akan di-assign secara repetitif dengan memanfaatkan loop*
6. char[] textChar = new char[100000];     *// teks sepanjang 100.000 buah huruf a*
7. char[] patternChar = new char[10001];   *// pola sepanjang 10.000 buah huruf a dan 1 huruf b*
8. *// System.out.print("Input text: ");*
9. *// text = sc.nextLine();*
10. *// melakukan assign karakter sesuai perintah soal dengan loop*
11. for(int i = 0; i < 100000; i++) {
12. textChar[i] = 'a';      *// "100.000 buah huruf a"*
13. }
14. *// melakukan casting tipe data dari array of char menjadi string*
15. text = new String(textChar);
17. *// melakukan assign karakter sesuai perintah soal dengan loop*
18. for(int i = 0; i < 10000; i++) {
19. patternChar[i] = 'a';   *// "10.000 buah huruf a"*
20. }
21. patternChar[10000] = 'b';   *// "satu huruf b"*
22. *// melakukan casting tipe data dari array of char menjadi string*
23. pattern = new String(patternChar);
24. *// System.out.print("Input pattern: ");*
25. *// do pattern = sc.nextLine();*
26. *// while (pattern.equals(""));*
27. StringMatcher.naive(text, pattern);
28. StringMatcher.kmp(text, pattern);
29. sc.close();
30. }
31. }
32. class StringMatcher {
33. public static void naive(String text, String pattern) {
34. *// memulai penghitungan running time dengan fungsi bawaan currentTimeMillis yang mengembalikan nilai waktu dalam milisekon*
35. long startTime = System.currentTimeMillis();
36. *// melakukan loop untuk mencocokkan string sebanyak 10 kali*
37. for(int repeat = 0; repeat < 10; repeat++) {
38. int textLen = text.length();
39. int patternLen = pattern.length();
41. boolean found = false;
43. for(int i = 0; i + patternLen <= textLen; i++) {
44. boolean currentFound = true;
45. for(int j = 0; j < patternLen; j++) {
46. if(text.charAt(i + j) != pattern.charAt(j)) {
47. currentFound = false;
48. break;
49. }
50. }
51. if(currentFound) {
52. found = true;
53. System.out.println("Found pattern at index " + i + " using naive.");
54. }
55. }
56. if(!found) {
57. System.out.println("Pattern not found using naive.");
58. }
59. }
60. *// akhir penghitungan running time*
61. long stopTime = System.currentTimeMillis();
62. *// melakukan pencetakan hasil penghitungan running time*
63. System.out.println("Average Naive running time: " + ((stopTime - startTime)/10) + " milisecond(s)");
64. }
65. private static int[] computeLPSArray(String str) {
66. int len = str.length();
67. int[] lps = new int[len];
68. lps[0] = 0;
69. for(int i = 1; i < len; i++) {
70. int j = lps[i - 1];
71. while((j > 0) && (str.charAt(i) != str.charAt(j))) {
72. j = lps[j - 1];
73. }
74. if(str.charAt(i) == str.charAt(j)) {
75. j++;
76. }
77. lps[i] = j;
78. }
79. return lps;
80. }
81. public static void kmp(String text, String pattern) {
82. *// memulai penghitungan running time dengan fungsi bawaan currentTimeMillis yang mengembalikan nilai waktu dalam milisekon*
83. long startTime = System.currentTimeMillis();
84. *// melakukan loop untuk mencocokkan string sebanyak 10 kali*
85. for(int repeat = 0; repeat < 10; repeat++) {
86. String combined = pattern + '#' + text;
87. int combinedLen = combined.length();
88. int patternLen = pattern.length();
89. int lps[] = computeLPSArray(combined);
90. boolean found = false;
92. for(int i = patternLen + 1; i < combinedLen; i++) {
93. if(lps[i] == patternLen) {
94. found = true;
95. System.out.println("Found pattern at index " + (i - 2 \* patternLen) + " using KMP.");
96. }
97. }
98. if(!found) {
99. System.out.println("Pattern not found using KMP.");
100. }
101. }
102. *// akhir penghitungan running time*
103. long stopTime = System.currentTimeMillis();
104. *// melakukan pencetakan hasil penghitungan running time*
105. System.out.println("Average KMP running time  : " + ((stopTime - startTime)/10) + " milisecond(s)");
106. }
107. }

Output Terminal
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1. Diberikan sebuah teks = "aaaa...aa" (100.000 buah huruf a) dan sebuah pola = "aaa...aa" (10.000 buah huruf a). Bandingkan running time dari Algoritma naïve dan Algoritma KMP (tanpa output apapun) untuk pencocokan string! Lakukan pencocokan string 10 kali, dan selanjutnya hitung rata-rata running time untuk masing-masing algoritma.

Source Code

1. public class StringMatching2 {
2. public static void main(String[] args) {
3. Scanner sc = new Scanner(System.in);
4. String text, pattern;
5. *// array of char untuk menampung karakter yang akan di-assign secara repetitif dengan memanfaatkan loop*
6. char[] textChar = new char[100000];     *// teks sepanjang 100.000 buah huruf a*
7. char[] patternChar = new char[10000];   *// pola sepanjang 10.000 buah huruf a*
8. *// System.out.print("Input text: ");*
9. *// text = sc.nextLine();*
10. *// melakukan assign karakter sesuai perintah soal dengan loop*
11. for(int i = 0; i < 100000; i++) {
12. textChar[i] = 'a';      *// "100.000 buah huruf a"*
13. }
14. *// melakukan casting tipe data dari array of char menjadi string*
15. text = new String(textChar);
17. *// melakukan assign karakter sesuai perintah soal dengan loop*
18. for(int i = 0; i < 10000; i++) {
19. patternChar[i] = 'a';   *// "10.000 buah huruf a"*
20. }
21. *// melakukan casting tipe data dari array of char menjadi string*
22. pattern = new String(patternChar);
23. *// System.out.print("Input pattern: ");*
24. *// do pattern = sc.nextLine();*
25. *// while (pattern.equals(""));*
26. StringMatcher.naive(text, pattern);
27. StringMatcher.kmp(text, pattern);
28. sc.close();
29. }
30. }
31. class StringMatcher {
32. public static void naive(String text, String pattern) {
33. *// memulai penghitungan running time dengan fungsi bawaan currentTimeMillis yang mengembalikan nilai waktu dalam milisekon*
34. long startTime = System.currentTimeMillis();
35. *// melakukan loop untuk mencocokkan string sebanyak 10 kali*
36. for(int repeat = 0; repeat < 10; repeat++) {
37. int textLen = text.length();
38. int patternLen = pattern.length();
40. boolean found = false;
42. for(int i = 0; i + patternLen <= textLen; i++) {
43. boolean currentFound = true;
44. for(int j = 0; j < patternLen; j++) {
45. if(text.charAt(i + j) != pattern.charAt(j)) {
46. currentFound = false;
47. break;
48. }
49. }
50. if(currentFound) {
51. found = true;
52. *// System.out.println("Found pattern at index " + i + " using naive.");*
53. }
54. }
55. *// if(!found) {*
56. *// System.out.println("Pattern not found using naive.");*
57. *// }*
58. }
59. *// akhir penghitungan running time*
60. long stopTime = System.currentTimeMillis();
61. *// melakukan pencetakan hasil penghitungan running time*
62. System.out.println("Average Naive running time: " + ((stopTime - startTime)/10) + " milisecond(s)");
63. }
64. private static int[] computeLPSArray(String str) {
65. int len = str.length();
66. int[] lps = new int[len];
67. lps[0] = 0;
68. for(int i = 1; i < len; i++) {
69. int j = lps[i - 1];
70. while((j > 0) && (str.charAt(i) != str.charAt(j))) {
71. j = lps[j - 1];
72. }
73. if(str.charAt(i) == str.charAt(j)) {
74. j++;
75. }
76. lps[i] = j;
77. }
78. return lps;
79. }
80. public static void kmp(String text, String pattern) {
81. *// memulai penghitungan running time dengan fungsi bawaan currentTimeMillis yang mengembalikan nilai waktu dalam milisekon*
82. long startTime = System.currentTimeMillis();
83. *// melakukan loop untuk mencocokkan string sebanyak 10 kali*
84. for(int repeat = 0; repeat < 10; repeat++) {
85. String combined = pattern + '#' + text;
86. int combinedLen = combined.length();
87. int patternLen = pattern.length();
88. int lps[] = computeLPSArray(combined);
89. boolean found = false;
91. for(int i = patternLen + 1; i < combinedLen; i++) {
92. if(lps[i] == patternLen) {
93. found = true;
94. *// System.out.println("Found pattern at index " + (i - 2 \* patternLen) + " using KMP.");*
95. }
96. }
97. *// if(!found) {*
98. *// System.out.println("Pattern not found using KMP.");*
99. *// }*
100. }
101. *// akhir penghitungan running time*
102. long stopTime = System.currentTimeMillis();
103. *// melakukan pencetakan hasil penghitungan running time*
104. System.out.println("Average KMP running time  : " + ((stopTime - startTime)/10) + " milisecond(s)");
105. }
106. }

Output Terminal
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1. Diberikan dua kata S dan T, dengan panjang yang sama (panjang maksimal adalah 100.000). Tugas Anda adalah menentukan apakah T dapat dibuat dengan melakukan beberapa cycle shift ke S (cycle shift adalah pemindahan karakter pertama string ke akhir string). Misalnya jika S = "erwineko" dan T = "ekoerwin", maka jawabannya haruslah "YA", karena "erwineko" -> "rwinekoe" -> "winekoer" -> "inekoerw" -> "nekoerwi" -> "ekoerwin". Dalam soal ini, Anda harus menggunakan Algoritma KMP untuk menyelesaikan soal ini (pendekatannya mungkin tidak begitu jelas, tetapi Anda harus memikirkan penggunaan Algoritma KMP dalam masalah ini).

Source Code

1. import java.util.Scanner;
2. public class StringMatching3 {
3. public static void main(String[] args) {
4. Scanner sc = new Scanner(System.in);
5. String text, pattern;
6. System.out.print("Input text    : ");
7. text = sc.nextLine();
8. System.out.print("Input pattern : ");
9. do pattern = sc.nextLine();
10. while (pattern.equals(""));
11. StringMatcher.kmp(text, pattern);
12. sc.close();
13. }
14. }
15. class StringMatcher {
16. private static int[] computeLPSArray(String str) {
17. int len = str.length();
18. int[] lps = new int[len];
19. lps[0] = 0;
20. for(int i = 1; i < len; i++) {
21. int j = lps[i - 1];
22. while((j > 0) && (str.charAt(i) != str.charAt(j))) {
23. j = lps[j - 1];
24. }
25. if(str.charAt(i) == str.charAt(j)) {
26. j++;
27. }
28. lps[i] = j;
29. }
30. return lps;
31. }
32. public static void kmp(String text, String pattern) {
33. String combined = pattern + '#' + text + text;  *// + text untuk menemukan pola yang berulang dalam suatu text*
34. *// digunakan dalam print cycle shift*
35. String combinedText = text + text;
36. int combinedLen = combined.length();
37. int patternLen = pattern.length();
38. *// menampung index awal text yang memiliki pattern*
39. int indexFound = 0;
40. int lps[] = computeLPSArray(combined);
41. boolean found = false;
43. for(int i = patternLen + 1; i < combinedLen; i++) {
44. if(lps[i] == patternLen) {
45. found = true;
46. *// assignment nilai index pattern di text*
47. indexFound = i - 2 \* patternLen;
48. System.out.println("Found pattern at index " + (i - 2 \* patternLen) + " using KMP.");
49. }
50. }
51. if(found) {
52. *// print proses cycle shift*
53. System.out.print("Cycle shift   : " + text);
54. *// melakukan loop cycle shift dari text input hingga menjadi pattern input*
55. for(int i = 1; i <= indexFound; i++) {
56. System.out.print(" -> " + combinedText.substring(i, i + patternLen));
57. }
58. }
59. else {
60. System.out.println("Pattern not found using KMP.");
61. }
62. }
63. }

Output Terminal

![](data:image/png;base64,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)